![https://fetinfo.uwe.ac.uk/public/coursesfet/1/forms/fetCourseworkSpecificationCoverSheet_files/image002.gif](data:image/gif;base64,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)

**MODULAR PROGRAMME**

**COURSEWORK ASSESSMENT SPECIFICATION**

**Module Details**

|  |  |  |
| --- | --- | --- |
| **Module Code** UFCFT4-15-3 | **Run** 18SEP/1 | **Module Title** CRYPTOGRAPHY |
| **Module Leader** Rong Yang | **Module Coordinator** Essam Ghadafi | **Module Tutors** Rong Yang |
| **Component and Element Number** B: CW1 | | **Weighting: (% of the Module's assessment)** 75% |
| **Element Description** PRACTICAL COURSEWORK (Practical Coursework) | | **Total Assignment time** 24 hours |

**Dates**

|  |  |
| --- | --- |
| **Date Issued to Students**  25th of Oct, 2018 | **Date to be Returned to Students**  4 working weeks after the submission |
| **Submission Place**  **Blackboard** | **Submission Date** 13/12/2018 |
| **Submission Time** **2.00 pm** |

**Deliverables**

|  |
| --- |
| See attached |

**Module Leader Signature**

|  |
| --- |
| Rong Yang |

Cryptography Programming Tasks

Connor Parker

16012593

# Introduction

As part of the Cryptography module at University of the West of England I was required to complete 4 programming tasks of varying difficulty. The four tasks were;

1. Credit card validation.
2. BCH(10,6) generation, checking, and error correction.
3. Brute force password breaking of up to 6 characters.
4. Fermat and Dixon factorisation of numbers up to 10^10 and larger.

# What I’ve learned

I previously had negligible experience with java and having created java based NetBeans User Interfaces for each task I can now say I have a solid foundational understanding of creating java interfaces. However the amount of work completed in the background by the NetBeans IDE means that I would be unable to create a project from scratch without relying on the IDEs functionality.

Several times when I’ve been writing reports on a projects I have worked on it comes to what areas I would have like to put more work into it is difficult to come up with any ideas because the topic has been covered by the required task. Each task in this module has been different since instead it feels like each task focused on a specific aspect of the area to aid the learning.

If I didn’t have to meet the spec I would have delved deep into each task. The best example of this being the password breaking program. The current implementation has a drop down list with different methods. (Here I had wanted to use radioButtons and radioGroups however I had some difficulty implementing them correctly.)

This is where I was being overly ambitious in my plans to implement each password breaking method we were taught in the lectures. However while only brute force is currently implemented it could make for a good project to take on in my own time to improve my programming skills.

The credit card and BCH tasks helped in my understanding that a lot of thought is put into numbers that are used within our society. And the examples of valid credit card numbers and BCH checking are only simple examples.

The simple password breaking function I implemented made it really hit home just how long an exponential increase in time taken really is. Of course I theoretically understood how much of an increase it was but sitting there waiting for a 6 character long password to be broken made it that much clearer.

The factorisation of large integers was interesting to implement. I understood the pen and paper methods as taught in the tutorial but transfering that to a programming language was difficult in some places. The algorithm provided for Fermat factorisation made its implementation fairly easy. The difficulty arose with several parts of Dixons factorisation.

### The function I created was returning 1 \* n as powers of n, while technically correct this is not the desired output and I was unable to find the exact cause for this. As a work around I simple reject the powerSet that creates these powers and continue looking for an even powerSet. I am unsure whether this is the correct solution but it solves the problem. However the implementation of this has caused some redundancy in the code of task 4 that I have not had time to clean up before the deadline.

There were other Issues with 7-smooth, merging powerSets and selecting a reasonable size for the base.

Efficiency

Timings were recorded for tasks 3 and 4. This section will look at and analyse these results.

### Task 3

Since task 3 involved passwords and since passwords are likely to use natural language I hypothesised that changing the order of the character set (a-z 0-9) may decrease the time required to break passwords using natural language. So I ran all tests of the password breaking twice, once with character set (a-x 0-9), and again with a character set based on which character are used most in english language.

The timing results are displayed in milliseconds in the following table.

|  |  |  |
| --- | --- | --- |
| Password | Timing of character set (a-x 0-9) | Timing of character set (most common) |
| this | 1015 | 455 |
| is | 18 | 17 |
| very | 1165 | 1121 |
| simple | 978140 | 412590 |
| fail7 | 8454 | 24458 |
| 5you5 | 45066 | 42569 |
| 3crack | 1462480 | 1391144 |
| 1you1 | 38092 | 48173 |
| 00if00 | 1314119 | 1799917 |
| cannot | 144186 | 494395 |
| 4this4 | 1657574 | 1637589 |
| 6will | 48527 | 45078 |
| Total Timing = | 5698836 | 5897506 |

The table shows that as expected increasing the number of characters increases the time take to break it with brute force exponentially.

The time taken to break some passwords was decreased with a character set ordered by most common whereas the time was increased with others. Also the total time taken to break all passwords together was increased with (most common). This is most likely because the range of tests was not wide enough and did not properly compare natural language and random character passwords.

### Task 4

The following is the program output for Fermat and Dixon factorisation of the test data given in “Some test data for factorisation task.docx”

|  |  |  |  |
| --- | --- | --- | --- |
| Fermat | Timing | Dixon | Timing |
| Fermat factorisation of n = 224573= x\*y = 71 \* 3163 | 8ms | Dixon factorisation of n = 224573= x\*y = 3163 \* 71 | 267ms |
| Fermat factorisation of n = 299203= x\*y = 433 \* 691 | 1ms | Dixon factorisation of n = 299203= x\*y = 433 \* 691 | In 22ms |
| Fermat factorisation of n = 1963867= x\*y = 941 \* 2087 | 0ms | Dixon factorisation of n = 1963867= x\*y = 2087 \* 941 | In 1544ms |
| Fermat factorisation of n = 6207251= x\*y = 857 \* 7243 | 10ms | Dixon factorisation of n = 6207251= x\*y = 7243 \* 857 | 1758ms |
| Fermat factorisation of n = 14674291= x\*y = 2267 \* 6473 | 1ms | Dixon factorisation of n = 14674291= x\*y = 6473 \* 2267 | 16150ms |
| Fermat factorisation of n = 23128513= x\*y = 3821 \* 6053 | 0ms | Dixon factorisation of n = 23128513= x\*y = 3821 \* 6053 | 17911ms |
| Fermat factorisation of n = 254855791= x\*y = 509 \* 500699 | 47ms | Dixon factorisation of n = 254855791= x\*y = 500699 \* 509 | 338407ms |
| Fermat factorisation of n = 428279361= x\*y = 16321 \* 26241 | 0ms | Dixon factorisation of n = 428279361= x\*y = 22541019 \* 19 | 701508ms |
| Fermat factorisation of n = 159649552547= x\*y = 346201 \* 461147 | 13ms |  |  |
| Fermat factorisation of n = 189061250479= x\*y = 372299 \* 507821 | 5ms |  |  |
| Fermat factorisation of n = 2211744201787= x\*y = 500699 \* 4417313 | 157ms |  |  |
| Fermat factorisation of n = 7828669742987= x\*y = 2000003 \* 3914329 | 22ms |  |  |
| Fermat factorisation of n = 48560209712519= x\*y = 6850049 \* 7089031 | 0ms |  |  |
| Fermat factorisation of n = 35872004189003= x\*y = 4327423 \* 8289461 | 70ms |  |  |
| Fermat factorisation of n = 737785058178599= x\*y = 26657329 \* 27676631 | 2ms |  |  |
| Fermat factorisation of n = 576460921650883= x\*y = 18983639 \* 30366197 | 98ms |  |  |
| Fermat factorisation of n = 1957432135202107= x\*y = 42345469 \* 46225303 | 6ms |  |  |
| Fermat factorisation of n = 2450609331732137= x\*y = 37164473 \* 65939569 | 330ms |  |  |

The table shows that where the Fermat function was able to factorise all test cases in a maximum of 330ms. Dixons was unable to factorise the test cases 159649552547 or larger. I believe this may be due to a bug in my code that I have not solved it could also be due to my selection of an optimal base. The time taken for Dixons also increases as the number to factorise increases.

Conclusion

The tasks required by the module provided an adequate challenge to push me to learn more about the areas they were based on and the programming practices they implemented. The code for all tasks could have been neatened up to bring them to a professional standard. Task 4 suffers particularly messy code because of poor time management. Thus better time planning should be conducted in future projects.